Notes -- October 17, 2006

Sorts

(Linear) Insertion Sort on an Array O(n^2)
Ascending order (number to be inserted is the number below  the line
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57, 48, 37, 25 each move down in turn, 12 is placed in vacant position  
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Write the algorithm; tell how it works, etc…

Note that the entire array could have been filled first and then we would just  treat the number below the line as the “new arrival” in which case we’d have to store it temporarily and move everything below where it goes down to make room for it starting at the number just above it
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Bubble Sort

 Fill the whole array     
· look at a value and its neighbor, if they are out of order swap them

· go through the list n times and it will make sure they are all in order

· O(n^2)

· aka, first number is 25, second is 12, compare then flip, go to the second vs the third element and so on and so forth
· Going through an array once is called a pass

· Each time you go through the array n times, the last n elements in the array are in order

· For example if you go through the array 5 times, you know the last five elements in the array are in the proper order

· Very easy to write, if you’re in a hurry it’s easy

· It’s not the most efficient though
Should be able to tell what happens in each type of sort.

Selection Sort
Using the same array   25 57 48 37 12 92 86 33

Take the number 25

Traverse the array seeing if it stays the smallest

No, 12 is the smallest, so swap 25 and 12

Now you have 12 57 48 37 25 92 86 33

Repeat this procedure

If the number that you are traversing the list comparing is the lowest number you still perform the swap for consistency

Opposite of the Bubble Sort, after going n times through the array you know the first n numbers are in proper order

Sorting  a linked list
· would be faster due to less movement.  Instead of moving array elements we just move pointers.

· Linked list --  move through n times

· Less work, only have to move two pointers 

· O(n) ? –We haven’t verified

Linear Search

   Simply traverses the list checking one after another

   For an unsorted list

· best case—first value

· worst case – have to go through the whole list

·  O(n)

  Binary Search

  Can only be done on a sorted list  

  Can not be done on a linked list
  Since check a middle of appropriate  half of the list of the list each time
   O (log n)]
Linear Search Linked List

· O(n)

